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1 INTRODUCTION
Binary lifting [8], the process of translating low-level assembly (e.g., x86-64, Arm) code to mid-level

Intermediate Representation (e.g., LLVM IR) code, is a major technique used in binary analysis.

The lifted binary code can facilitate several downstream applications in software security (e.g.,

static bug detection, retrofitting, decompilation) when source code is not available, and the quality

of lifted binary code affects the performance of those tasks significantly. Thus, improving the

capability and performance of binary lifters is of great importance to security research.

Over the past 10 years, dozens of binary lifters [1–3, 13, 15, 16, 18, 23–25, 28, 29, 35, 40, 44]

have been proposed for lifting binaries compiled from C/C++ [30], the most prevalent system

programming languages in creating infrastructural software. The C programming language has

the most closed semantics to assembly language and is usually programmed in the imperative

way, which makes its binary not hard to lift [4]. However, C++ has introduced many high-level

Object-Oriented programming semantics (e.g., encapsulation, inheritance, polymorphism, and

exception handling) and is still introducing new features nowadays [38]. These high-level OOP

abstractions reduce the burden on programmers at the cost of bringing much more complex binary

code. Even to this day, no binary lifter claims to be capable of handling all features of C++, and

consequently, it is hard for researchers/engineers to choose/develop the appropriate lifter when

dealing with C++ binary code.

To gain a deeper understanding of the state-of-the-art of lifting OOP binary code and find future

research opportunities, this review includes efforts from both academia (10 papers) and industry (5

tools). The result of the review is given in Section 2, and we summarize the contribution from this

research area in Section 3.

2 REVIEW
The review is given from both academic and industry perspectives to find the gaps between them.

2.1 State-of-the-art of Lifting OOP features
Generally speaking, a binary lifter completes two tasks in the process of lifting: (1) control flow

recovery and (2) type recovery. Given the disassembled assembly code, the first task aims to recover

both possible intra- and inter-procedural control flow at runtime, and the second task aims to

recover type information for both local and global variables, especially when without compiler

metadata. These two tasks form the two main aspects of evaluating the lifter’s capability. In the

context of Object-Oriented programming, SmartDec [21], probably the first well-round work on

C++ lifting, proposed 4 corresponding OOP features regarding the two lifting tasks as shown in

Table 1.

2.1.1 Lifting OOP features in Academia. In the academic scenario, the definition of binary lifting is

broad in terms of the finally lifted IR and its downstream application. Most of the research ideas are

implemented on common-off-the-shelf IR (Vex IR [31, 37], QEMU TCG [2, 15], P-Code [9, 22, 32, 39]),

while others use domestic IR [10, 17, 26, 35, 41]. Due to the diversity of IR usage, this review mainly

focuses on the principle technique learned from the literature rather than implementation.
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Table 1. Object-Oriented Programming features and their corresponding lifting tasks

OOP Features \ Lifting Tasks Control Flow Recovery Type Recovery

Encapsulation ✓
Inheritance ✓

Polymorphism ✓ ✓
Exception handling ✓ ✓

Encapsulation modularizes the code structure by providing additional layers of function inter-

face, resulting in a more complex control-flow graph (CFG). Specifically, it requires the lifter to

recognize the precise boundary of all functions in the disassembling phase, which has proven a

difficult problem on stripped binaries [4] for both C and C++. ByteWeight [6] automatically learns

key features for recognizing functions and can therefore easily be adapted to different platforms,

new compilers, and new optimizations; Nucleus [5] proposes a new function detection algorithm

without any learning phase or signature information, and is capable for difficult cases such as

non-contiguous or multi-entry functions.

Inheritance is implemented in C++ as class relationship, which exists in the form of compiler

metadata (RTTI Info, virtual table/vtable, etc.) in the binary. Technically, it requires the lifter to

precisely identify the address and length of vtable and reconstruct the class hierarchy. Marx [33]

utilize 6 heuristics in vtables’ binary layout, but they are restricted to certain C++ ABI; OOAnalyzer

[35] identify the vtable via the dataflow path of the object pointer and constructor and support

prolog rules to recover the class attributes; DeClassifier [19] consider the constructor inlining

brought by compiler optimization and design a more robust lifter under multiple optimization

settings; VirtAnalyzer [20] prove the common existence of virtual inheritance and recover a more

complete class hierarchy.

Polymorphism allows C++ objects to call different functions with the same function name at

run-time. Further to lifting inheritance, it requires the lifter to infer the indirect calling relationship

on top of the class hierarchy. BPA [27] presents a binary-level points-to-analysis framework to

construct sound and high-precision CFG but can not deal with C++ binaries; CALLEE [45] combine

transfer learning and contrastive learning to find indirect calls and supports C++ functions.

Exception handling is a more complicated mechanism compared to previous features as it

requires the lifter to know not only the type of exception but also the address of landing pads in

stack unwinding. bin-CFI [43] firstly consider the exception handling control flow to the landing

pad, but in a very conservative way; ARMore [7] parses and rewrites the landing pad table for

binary rewriting, but still suffers from the variety and complexity of dwarf encodings; Bockenek

Et al. [9] leverage symbolic execution to emulate the error handling process statically and finally

construct an exceptional interprocedural control flow graphs for x86-64 binaries.

It is also worth noting that, those OO features together facilitate the majority of vulnerabilities

in C++ (Bad type casting, Code reuse, Control flow hijacking, etc.). To defend against these attacks,

researchers from the security community aim at hardening binary with control-flow integrity (CFI)

[11] check, which is also the main downstream application of lifting C++. Although this article

only showcases a few works on CFI, there are clearly many more insightful ideas in this area.

2.1.2 Binary lifters in the Industry. In the industrial scenario, engineers mainly focus on binary

lifters that produce compiler-compatible (LLVM/GCC) IR, as they (1) can provide rich type informa-

tion [18] and thus perform better on various downstream applications; (2) have abundant libraries
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and tools as developing infrastructure. There have also emerged unified lifting frameworks [34, 36]

recently, but they have not been deployed widely yet.

Binary lifters in the early age [1, 3, 13, 23, 28] produce emulation-style, low-level IR and only

focus on C binaries. For example, their lifted IR still contains the register usage pattern. Thus, it

can not relate to the variable type in the original C/C++ source code. In even worse cases, they

may generate broken IR from peculiar binary code. Besides, those lifters can neither catch up with

the fast development of LLVM nor maintain well, so there is little usage of them in the industry

nowadays.

As for mainstream binary lifters nowadays, we classify them as follows:

• McSema
1
[16] can lift exception handling code using the landing pad address given by IDA

Pro. McSema can also read vtable information from IDA Pro but does not process it;

• RetDec [29] and Plankton [44] use similar heuristics as Marx to recover vtable and class

hierarchy. Plankton can output nicer class types in lifted IR with compiler metadata (debug

info, symbols);

• Mctoll [40] fail to process executable compiled from C++ code [30];

• Revng [15] considers vtable when recovering the control flow graph in its original paper,

however, it now focuses on decompiling binaries to C;

• Lisc [24], BinRec [2], Reopt [25] does not report to support C++ lifting.

2.2 Research Opportunities
As shown above, developing a robust, scalable, and effective binary lifter for C++ binaries
at the industry level is still an open problem. Depending on the downstream application,

engineers can tailor and adapt those ideas from academia into real-world binary lifters. For instance:

• For static bug detection, a more complete whole-program callgraph can be built when

including the virtual call relationship;

• for static bug detection, special care can be taken of the class hierarchy in third-party,

stripped libraries. A summary-based lifting is practical for those common C++ system

libraries;

• For recompilation, reverse engineers can fully utilize the class hierarchy and virtual function

signature to produce more idiomatic, OOP-style C++ source code.

Sometimes, there may emerge cases that are overlooked by academia. For example, relative virtual

table [12] is a new OOP feature provided by the Clang compiler to reduce memory consumption

at linking time. This new feature certainly deactivates the vtable discovery methods previously

proposed by academia and needs further research endeavors on recovering normal vtable mixed

with relative vtable.

Beyond those technical opportunities, engineers may inevitably encounter thousands of edge

cases (memory/CPU usage, flaky bugs, etc.) when lifting C++ code at the industry scale. Once

the patterns and root causes are found in those edge cases, either fuzzing [42] or verification [14]

techniques can be applied to ensure the quality and safety of binary lifter.

3 CONTRIBUTION
This section concludes the contribution of C++ binary lifting to both the research community and

reverse engineers.

1
McSema probably proposed the first C++ lifting question found on public internet: https://youtu.be/nW9bE5tUVYg?t=3720.
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3.1 Equip downstream research fields with better binary lifter
Binary lifting can facilitate dozens of downstream research fields. With a stronger binary lifter

that can translate C++ binaries to mid-level IR, researchers can ideally treat all C/C++ binaries

uniformly to save lots of engineering efforts. Besides, as the quality of the binary lifter grows, it is

expected to output lifted IR equivalent to the corresponding compiled IR, which further bridges the

gap between source analysis and binary analysis communities.

3.2 Unveiling the nature of OOP in binary code
For other programming languages (e.g., Rust, Go, OCaml) with OOP features, the general principles

of lifting their binaries should be similar to what we have reviewed from lifting C++. These principles

can (1) transfer to reverse engineering tools with further engineering efforts and (2) guide reverse

engineers to manually analyze binaries with unknown source programming languages.
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